SECURE COMMUNICATION METHOD

FIELD OF THE INVENTION

The invention relates to methods of secure communication which use a broadcast random data stream. For example, the invention may relate to a secure method for distributing secret information, e.g. a bit string for use as a key.

BACKGROUND TO THE INVENTION

A system in which perfect secrecy in communications is achieved by “memory bounding” an enemy has been proposed [14]. This proposal suggested using a high bandwidth satellite channel with low error rate to broadcast a random data stream. When an enemy does not have the capability to record the entire broadcast, it is theoretically possible to achieve unconditional security for a limited extract therefrom.

US 7006633 developed this idea further, proposing that the random data stream be broadcast continuously from a beacon and disclosing a method for users to download samples from the stream based on an initial shared key to generate one or more matching random number reservoirs from which an encrypting key for secure communications can be drawn. Similar beacon systems have been proposed before in connection with satellites [3,4].

The known beacon systems require a low bit error rate for the random data stream, to prevent mismatch between the keys extracted by each user. Transmission media with relatively high bit error rate, e.g. $10^{-3}$ or worse, may thus be considered unsuitable for use with such systems. US 7006633 discloses a technique of reducing the bit error rate of a transmission media by incorporating error correction packets into the random data stream. This adds a deterministic element to the stream and reduces the transmission rate of the random data because of the need to calculate the error correction packets.

Transmission media capable of the highest transmission rates (e.g. optical fibres able to transmit at rates greater than 1 Terabit per second (Tbps)) may appear most suited to memory bounding techniques because they are capable of overloading an enemy’s storage capabilities in a realistic
timescale. However, such transmission media also have relatively high bit error rates, so they appear incompatible with the techniques proposed above. Moreover, since the direction of development in the communication industry is to reduce bit error rate, developments in secure communications have focussed on using quantum technology in optical fibre systems having very low bit error rates. Such systems can enable passive eavesdropping to be detected, but come at a very high cost [5-10] and still require at least a weak form of end-to-end authentication to avoid a man-in-the-middle attack.


The present invention relates to a method as claimed in claim 1. Preferred embodiments are defined in the dependent claims.

At its most general, the present invention provides an error correction protocol which makes available for use optical transmission regimes impacted by high bit error rates (which makes them unsuitable for ordinary data transmission) for broadcasting a high bandwidth random data stream in a communication system for establishing a shared secret. The invention may make practical the use of optical fibres in a system which achieves perfect secrecy in communications by memory bounding an enemy. As is known in the art and explained in US 7006633 a enemy is “memory bounded” if it does not have sufficient memory to record all or a very large proportion of the transmitted random data stream, i.e. it does not have a substantially complete picture of the transmitted data.

The error correction protocol proposed herein in fact turns the bit error rate of the transmission system into an secondary security advantage, because an enemy (interceptor) will obtain different information to the users (caused by the bit error rate) and will not have the means to correct those errors to match the information obtained by the legitimate users. This remains an advantage even in the case where the users are exposed to a higher bit error rate than the enemy.

According to the invention there may be provided a method of establishing a shared secret between a first user and a second user arranged to receive a random data stream, the method including: each user extracting independently one or more keychain bits from the random data stream in a
synchronised manner to generate a keychain having a key portion and an error correction encoding portion, the extracting being at an extraction rate chosen to memory bound an enemy; the first user applying an error correction function to its key portion to generate a result, coding the result using the error correction encoding portion and communicating the coded result to the second user; and the second user decoding the coded result received from the first user using its error correction encoding portion and obtaining a recovered key portion from its extracted key portion by using the decoded result to correct differences between the key portions extracted by the first and second users caused by a bit error rate of the random data stream, wherein the first user’s key portion and the second user’s recovered key portion are usable as the shared secret. The method thus allocates a portion of the extracted data for the purpose of masking the result of the error correction function when it is sent between the users. The security of that result is therefore matched with the security of the key portion itself.

The method may enable the first user’s key portion and the second user’s recovered key portion to be identical. The shared secret may be a bit string for use as an encrypting key, e.g. to encrypt plaintext before transmission and to decrypt ciphertext after receipt.

The error correction function may be a checksum function, e.g. a forward error correction (FEC) code function. The error correction encoding portion of the keychain may be chosen to have the same bit length as the result of the checksum function. This may permit the coding step to include performing an XOR operation (i.e. an addition modulo 2 function), for example a bit-wise XOR, to the result of the checksum function using the error correction encoding portion as a one-time pad.

The first user and the second user may include client devices e.g. computing systems, PCs or the like arranged to receive the random data stream. In one embodiment the source of the random data stream (referred to herein as a beacon) may be located with one of the users. Preferably, however, it is located remotely from the users.

The random data stream may be transmitted via optical media, e.g. one or more optical fibres. An ultra-high bit
rate of transmission of random bits over optical fibre may make it extremely difficult technically and infeasible practically to store any significant proportion of intercepted information. The random data stream may be transmitted using a mixture of optical time division multiplexing (OTDM) and wavelength division multiplexing (WDM) to provide an extremely high rate of bit transmission. For example, a single optical fibre can already carry more than 1 Tbps with a bit error rate less than $10^{-3}$. These transmission errors may be mitigated through use of the invention. Furthermore, the protocol may be capable of coping with bit error rates greater than $10^{-3}$. Thus, the current stringent conventional restrictions on bit error rate applicable to data used for communication need not be applied for the purposes of the invention. Implementation of multi-terabit channels over terrestrial links is therefore fully feasible using large fibre bandwidth and any of numerous well-developed optical transmission technologies. In this context, the combination of OTDM (which is relevant to the transmission bit rate in a single frequency channel) and WDM (which is relevant to the creation of many frequency channels) techniques may provide control of the granularity of the bit transmission. The total transmitted bit rate $N$ may be expressed as $K \times M$, where $K$ is the bit rate in a single transmission channel and $M$ is the number of channels. Moreover, the variety of available optical technologies (e.g. advanced data formats, distributed optical amplification, dispersion management and the like) may provide additional flexibility in implementation.

In a preferred embodiment the random data stream transmission rate is 1 Tbps or more.

The extraction of bits from the random data stream may be according to an extraction schedule generated by each user based on a initial shared secret. The initial shared secret may be a key, e.g. distributed via physically secure channels. The shared secret (hereinafter referred to as a key) may be a relatively short bit string, e.g. having a bit length of at least 64 bits. The extraction schedule may be generated from the key using an algorithm, which may be public. The key may be part of a shared secret previously established according to the invention disclosed herein.
For each user to extract the same bit according to the extraction schedule, the random data stream is synchronised with respect to the users. Each user may have a clock, whereby synchronisation is achieved by aligning the clock timing with a synchronisation event in the random data stream. Synchronisation events may be transmitted periodically to enable realignment of the clock and/or to enable new users to join the system.

To memory bound an enemy, the extraction rate may be 1 bit per $10^{16}$ or more transmitted bits. In such an embodiment by the time a keychain of 1000 bits is extracted $10^{19}$ bits will have been transmitted, which is $10^6$ times beyond the present storage capability of a hard disk drive. At a total transmission rate of 10 Tbps, it would take less than two weeks to extract the keychain. It is anticipated that in future achievable transmission rates will increase at least in line with economically available storage, such that the ability to memory bound an enemy by extracting a keychain from an overwhelming (i.e. practically unviable to store) amount of data in a practical timescale can be preserved. Even if the future progress in the transmission and storage rates is uneven, the present system is still viable e.g. by reducing the extraction rate, e.g. by increasing length of extraction period for a given keychain length.

The protocol may incorporate additional checks. For example, the method may include the first user applying a check function to its key portion to generate a first check output and communicating the first check output to the second user, and the second user applying the check function to the recovered key portion to generate a second check output and comparing the first and second check outputs. If the first and second check outputs are a good match, i.e. match within predetermined error tolerances, the recovery process for the key portion may be verified as successful. The keychain may include an error check encoding portion and the method may include coding the first check output using the error check encoding portion, and communicating the coded result to the second user; and the second user obtaining the first check output by decoding the coded result received from the first user using its error check encoding portion.
The error check encoding portion may be used to mask the check output data when it is sent between the users. The security of that data is therefore matched with the security of the key portion itself.

The check function may be a collision resistant function for providing mapping between a key portion and a check output. The collision resistant function may be a cryptographic hash function, a checksum (e.g. a 32 bit cyclic redundancy (CRC32)), or a message authentication code (MAC) if a key is shared between users. According to the method discussed above, the output of the check function is used to check that the second user’s recovered key portion matches the first’s key portion. This is done by obtaining the first check output at the second user and comparing this to a check output obtained by applying the check function to the recovered key portion. If the comparison reveals differences within acceptable (e.g. predetermined) tolerances, the recovered key portion may be safely assumed to be identical to the first user’s key portion.

In one embodiment, the comparison step may be improved by ensuring that the error check encoding portion used by the first and second users is identical. This may be achieved by distributing error correction information about the error check encoding portion between users. For example, the method may include the first user applying the error correction function to its error check encoding portion (in one embodiment the error correction function may be applied to the key portion and the error check encoding portion in combination) to obtain a result, coding the result using the error correction encoding portion and communicating that result to the second user; and the second user decoding the coded result and obtaining a recovered error check encoding portion (e.g. in addition to the recovered key portion) from its error check encoding portion by using the decoded result to correct differences.

Similarly to the error correction encoding portion discussed above, the error check encoding portion of the keychain may be chosen to have the same bit length as the output of the error check function (e.g. the hash function). This may permit the coding step to include performing an XOR operation (i.e. an addition modulo 2 function) to the result
using the error check encoding portion as a one time pad. To prevent the introduction of errors by using the coding steps, it may be ensured that the first and second user have the same error check encoding portion.

In embodiments where the beacon is located remotely from the users, e.g. where the beacon is located on a fibre optic loop to provide the random data stream to a plurality of users located at loop nodes, it is desirable to authenticate the random data stream to prevent man in the middle type attack. Ensuring the authenticity of a communication path may be more important for fibre optic technology than for satellite broadcast technology because there is a greater threat of compromising a physical fibre (e.g. by bypassing it at some point along its length) than a satellite broadcast (which may be regarded as an accurately known point source in the sky).

Accordingly, the method may include each user extracting a plurality of sample bits from the random data stream at a sampling rate greater than the keychain extraction rate for subsequent comparison to extracts of the data stream which are certified by the beacon to authenticate the data stream. The proportion of the data stream that is certified and the sampling rate may be selected based on a Merkle-type protocol [11], whereby the probability of collisions between the samples and the certified extracts is high enough for a user to verify its samples. In one embodiment to ensure a minimum number of collisions $X$ (e.g. 50 or 100), the bit sample rate for the beacon $R_{\text{beacon}}$ and the bit sample rate for each user $R_{\text{user}}$ may be chosen to satisfy

$$R_{\text{beacon}}R_{\text{user}} \geq \frac{2X}{T},$$

where $T$ is the total number of bits transmitted by the beacon over the key agreement period.

Both the certified extracts and the user samples may be obtained at random. Each random sample may be a single bit. One of the beacon or user may extract a plurality of sample bits for each random sample. To ensure that the probability of collision remains at a reasonable level, only one of the beacon or the user may extract a plurality of sample bits for each random sample. In a preferred embodiment each random sample extracted by the beacon is a sample bit string. An
advantage of this is that the total number of bits required for specifying the location of the random sample is less than the case where individual bits are extracted. Another advantage is that the effect of burst errors may be mitigated.

Certification may be by public key signature or hash pre-image [12,13]. The certified extracts may include data identifying the location (e.g. channel and time) in the random data stream of the extracted bits as well as their values.

The method may include publishing each certified extract of the data stream a predetermined time after actual transmission of the bits in that extract. Publication may be in instalments, the predetermined time for each instalment providing a delay to guard against the possibility of a replay attack. Publication may take place offline; for example, publishing each certified extract may include sending it or a cryptographic hash of it to each user on tamper evident physical storage media.

As mentioned above, the certified extracts may be obtained from the transmitted data stream at a rate calculated to ensure a predetermined amount of overlap (collision) with the sample bits extracted by each user. In one embodiment the certified extracts and the samples may have the same bit length. The authentication protocol is arranged to determine the common bits in the certified extracts and samples. Using this method, each user may verify the integrity of the bits they have shared. The stream may be verified as authentic if the bits in the common strings demonstrate a match of 80% or greater. The matching threshold value may be set depending on the bit error rate of the data stream and the number of common bits expected. For example, the sampling rate may be 1 bit per $10^9$ or fewer transmitted bits. The sample rate may be determined based on the transmission rate and the required keychain length. The users' sampling rates may be different from each other and from the sampling rate of the beacon.

**BRIEF DESCRIPTION OF THE DRAWINGS**

An illustrative environment for working the invention and example of its implementation are described below with reference to the accompanying drawings, in which:
Fig. 1 is a schematic block diagram of an illustrative operating environment for the invention; Fig. 2 is a schematic block diagram for a user computing system suitable for the invention; Fig. 3 is a flow diagram illustrating key distribution method that is an embodiment of the invention; and Fig. 4 is a flow diagram illustrating a stream authentication method that can be used with the invention.

DETAILED DESCRIPTION; FURTHER OPTIONS AND PREFERENCES

Fig. 1 illustrates schematically a communications network 100 that is an illustrative operating environment for the invention. The network 100 comprises a beacon 102 connected in series with a plurality of user computing systems 104a, 104b, 104c via a loop network of fibre optic cables 106. The beacon 102 is in communication with a random number generator 110 and is arranged to generated and transmit into the loop network a random high rate binary (RHRB) stream 111. The RHRB stream 111 may be transmitted using a mixture of optical time division multiplexing (OTDM) and wavelength division multiplexing (WDM) to provide a transmission rate of more than 1 Tbps. The fibre optic cables 106 may each carry a plurality of optical fibres, some of which may be dedicated to carrying the RHRB stream 111.

Each computing system 104 is arranged to receive the RHRB stream 111. An exemplary configuration for a user computing system 104 is described below with reference to Fig. 2. Each computing system is arranged to extract bit samples, e.g. samples comprising one or more bits, from the stream according to a calculated extraction or sampling schedule (explained below). A sampling action may be to obtain one or more bits for authentication or to add a bit to a keychain or for both. The data stream may be sent via a plurality of channels, e.g. 10 or more, preferably 100 or more channels. Each user computing system may be arranged to receive only one channel at once; each sampling action may include an instruction to switch to an appropriate channel. An advantage of this feature is that an interceptor must have the processing capability to deal with all channels of the RHRB stream 111 simultaneously, whereas the user computing systems 104 need
only have the processing capability to deal with one channel at any given time.

Each user in a key group, i.e. a group of users between whom a key is to be distributed, e.g. {Alice, Bob and Carol} in this embodiment, may have a separate secure e.g. physical channel 108 through which they share a relatively weak key as a preliminary step in establishing a strong shared secret.

In this embodiment the beacon 102 is also arranged to communicate with each user computing system via a channel 113. This channel is for communication of certified extracts of the RHRB stream 111, and so needs to have integrity and a means of demonstrating beacon authenticity. It may be a physical channel. For example, the certified extracts may be stored on a tamper evident storage medium (e.g. CD ROM or the like) and transported e.g. using a trusted courier to each user. Alternatively, the channel 113 may be a side channel on the fibre optic cable 106, in which case the certified extracts may be published. To guard against replay attack, the extracts are published after a time delay, e.g. greater than the time interval between extracting bits for the keychain.

Fig. 2 illustrates schematically a typical hardware configuration for a user computing system 104. The computing system 104 may be implemented on any suitable computing device, e.g. PC, server or the like, that is capable of receive data via the fibre optic cable 106. It is understood that components in addition to those illustrated may be present.

The computing system 104 includes a data bus 114 for routing signals between internal components and to and from a fibre optic module (not shown) for receiving the RHRB stream 111 via the fibre optic cable 106 and directing one (or more) channels into the computing system. A central processing unit (CPU) 112, e.g. microprocessor or the like, is provided with the capability to receive and perform calculations using the data delivered into the computing system from the RHRB stream 111. In particular, the CPU 112 is arranged to carry the steps of the extraction method described below based e.g. on program instructions stored in volatile memory 124 and information from the clock 122. The relatively weak key from secure channel 108 may be manually entered into the computing system 104 via an input device (e.g. keyboard) 116 or using a
physical media reader (e.g. disk drive) 118. This key and the bits sampled and extracted from the RHRB stream 111 may be stored in a memory 120.

The beacon 102 is a device arranged to produce random digital streams, e.g. one per wavelength-division multiplexed (WDM) channel, using any technology for physical randomness. For example, the beacon 102 may use a resistor whose thermal noise is filtered and discriminated to produce digital data. The beacon 102 also comprises circuitry arranged to record random bits or bit strings together with their position in the stream for use in authentication (discussed below). All transmission is in blocks of a certain size in each channel, and all blocks contain FEC-protected headers with block numbers, so that each user can reliably synchronise with the block count in every channel that they monitor at any given time despite the fact that the actual data in each block may be unreliable (e.g. due to a relatively high BER). Since the header size is tiny compared to the block size (e.g. tens of bits compared with tens of megabits), and since the header is a number being incremented in every new packet and so is highly predictable, the FEC recovery of the header can be made as reliable as necessary for BERs in the region expected for this invention.

Fig. 3 is a flow diagram illustrating steps in a secure key distribution scheme that is an embodiment of the invention. The scheme provides a method of establishing a shared secret that rivals much more expensive quantum key distribution schemes, for example the one used by Toshiba [7]. The scheme described herein does not involve quantum technology, which is expensive and has a limited propagation distance.

The method disclosed in Fig. 3 is the establishing of a shared secret between Alice and Bob. It beings at step 300, where a weak secret $k$ is provided to Alice and Bob via a private and endpoint-authenticated channel. The weak secret may be a relatively short key, e.g. a 64 bit key.

Using the weak secret $k$, Alice and Bob obtain an extraction schedule at steps 302a, 302b. The schedule may be obtaining by using an extraction algorithm $z$, which may be
arranged to determine a channel and precise extraction time for samples to be extracted from the stream.

At steps 304a, 304b, Alice and Bob extract from the random data stream a plurality of bits $s_1, s_2, \ldots s_n$ and $s'_1, s'_2, \ldots s'_n$ respectively. Each bit is extracted at an extraction time determined at step 302a. The extraction schedules determined by Alice and Bob are identical. Accordingly, so long as the streams received by Alice and Bob are synchronised (which may be achieved using conventional synchronising techniques), the bits obtained by Alice and Bob should be the same except for transmission errors. Each bit is added to a keychain. The extraction rate of sample bits is such that the rate of extraction of keychain bits is very low, e.g. 1 extracted bit for every $10^{16}$ to $10^{18}$ transmitted bits.

At step 306a Alice generates a keychain $K$ using a sample bits $s_1, s_2, \ldots s_n$. The keychain $K$ has the form:

$$K = K_A \| K_{A(EC)} \| K_{A(check)}$$

Similarly, at step 306b Bob generates key $K'$ using a sample bits $s'_1, s'_2, \ldots s'_n$:

$$K' = K_B \| K_{B(EC)} \| K_{B(check)}$$

As mentioned above, the extraction of samples is synchronised such that if the data stream was error-free sample bits $s'_1, s'_2, \ldots s'_n$ would correspond exactly to sample bits $s_1, s_2, \ldots s_n$. However, there will be some errors in transmission, so Bob’s keychain $K'$ will not correspond exactly to Alice’s keychain $K$. The errors are due to the bit error rate (BER) of the fibre optic cable. Respective portions $K_{A(EC)}, K_{B(EC)}$ and $K_{A(check)}, K_{B(check)}$ are used to correct for transmission errors according to the following protocol:

$$P = K_{A(EC)} \oplus F(K_A)$$
$$Q = K_{A(check)} \oplus h(K_A)$$
where in this embodiment \( F \) is a checksum (e.g. forward error correction code) function and \( h \) is a cryptographic hash function. The bit lengths of \( K_{A(\text{EC})} \) and \( K_{A(\text{check})} \) are chosen to match the checksum length of \( F \) and the length of the hash \( h \) respectively.

In use, at step 308 Alice obtains \( K_A \) from keychain \( K \) and calculates the error correction function \( F(K_A) \). At step 310 Alice calculates a value for \( P \) and transmits it to Bob. This transmission may be done over an insecure channel, e.g. any open unauthenticated channel which can provide message integrity. For example, the transmission may be broadcast openly. An advantage of this is that the enemy cannot then even find out who are the members of the key group. In this embodiment Alice calculates and transmits \( P \) and \( Q \) separately. However, Alice may in fact calculate both \( P \) and \( Q \) and make a single transmission to Bob of a calculated value of \( P^iQ \).

At step 312 Bob may recover \( K_A \) from \( K_B \) by computing the following:

\[
F_i = K_{B(\text{EC})} \oplus P.
\]

\( F_i \) should be very similar to \( F(K_A) \); any differences are caused by errors between \( K_{A(\text{EC})} \) and \( K_{B(\text{EC})} \). A recovered value for \( K_A \) (indicated here as \( K'_A \)) may then be found using error recovery from \( K_B \) and \( F_i \).

The protocol includes a check mechanism to verify the recovery process. The check mechanism includes at step 314 Alice calculating a hash of \( K_A \) to permit calculation of \( Q \) at step 316. \( Q \) is transmitted to Bob.

Meanwhile, at step 318 Bob calculates a hash for the recovered value for \( K_A \) (i.e. computes \( h(K'_A) \)). On receipt of \( Q \), at step 320 Bob recovers a value for the hash computed by Alice by computing:
\[ F_2 = K_{B\text{(check)}} \oplus Q \]

\[ F_2 \text{ should be very similar to } h(K_A) \text{; any differences are} \]
caused by errors between \( K_{A\text{(check)}} \) and \( K_{B\text{(check)}} \).

At step 322 Bob checks that the recovered value of the
hash obtained in step 320 matches the hash computed for the
recovered value of \( K_A \), i.e. compares \( h(K_A) \) with \( h(K'_A) \). If
there is a match, e.g. the matching bits exceed a
predetermined threshold (e.g. 80%), Alice and Bob can have
high confidence that \( K_A \) and \( K'_A \) are identical and may
therefore use them as a shared secret.

In an alternative embodiment the protocol may define
\[
P = K_{A\text{(EC)}} \oplus F(K_A) \oplus K_{A\text{(check)}}
\]
\[
Q = K_{A\text{(check)}} \oplus h(K_A)
\]

whereby Bob can recover \( K'_A \) and \( K_{A\text{(check)}} \) at step 312. The
recovered value \( K'_{A\text{(check)}} \) may then be used to decode more
accurately \( h(K_A) \) from \( Q \) at step 320. In this case there
should be no differences between \( h(K'_A) \) and the value recovered
from \( Q \) using \( K'_{A\text{(check)}} \).

In a further alternative embodiment the protocol may
define
\[
P = K_{A\text{(EC)}} \oplus F(K)
\]
\[
Q = K_{A\text{(check)}} \oplus h(K)
\]

whereby Bob can recover the whole of Alice’s keychain.

If we assume for the purpose of explanation that the
keychain has a bit length of \( 10^3 \) bits, the total amount of
random data that is transmitted in obtaining the keychain
given a keychain bit extraction rate mentioned above is \( 10^{19} \) to
\( 10^{21} \) bits. This is \( 10^6 \) to \( 10^9 \) times current hard drive
capacity, which makes it infeasible for an interceptor (Eve)
to store the stream for subsequent cryptanalysis, which is
what the interceptor would have to do in the absence of the
key \( k \). Alternatively Eve could record the selection of bits
that correspond to every value of the weak shared secret,
which under the above assumptions requires the same or greater
amount of storage \( 2^{64} \times 10^3 \).
The members of the key group have no need to capture the whole stream, but store only the tiny part of it that is the key. Effectively this allows a pseudo-random sequence generated from a weak key to be leveraged up into a strong genuinely random key.

The stream observation time for a $10^3$ bit keychain, given a 1 Tbps transmission rate and a $10^{-16}$ extraction rate, is $10^7$ seconds, i.e. nearly four months. Altering the transmission rate and extraction rate may permit observation times to vary from about a week to a few months (or even years). Over this time the shared secret may not be used for any kind of communication and so the only possible threat is insufficient key storage security, which is present in any cryptographic scheme.

In the invention the passage of time strengthens the resulting key, in the sense that the longer the wait before the key is used, the less chance there is that any relevant part of the stream is present in a storage facility anywhere in the world, due to the sheer mass of data. This can be considered to be opposite to the standard assumption of cryptographic strength, i.e. that keys become weaker with time. The use of storage-requirement security (i.e. a procedure that makes it necessary for the interceptor to record an amount of data that exceeds the joint storage capacity of the global technosphere) in an optical-fibre based system makes the proposed method future-proof, since any new methods of cryptanalysis or physical signal interception will be completely powerless to recover the bits that have not been saved in the first place.

Furthermore, past extracted bits are not a hostage to future technology development: the ability to record more data per unit cost in future has no influence over the present time: bits in the random data stream not recorded in the present will not become available later. Nor does leaking the weak secret compromise extracted bits obtained earlier, provided the time difference is sufficient to overwhelm the capacity of attacker’s stream storage. In particular, schemes such as EKE [1,2] can be used to leverage the initial weak secret into a strong pseudo-random seed without fear that subsequent development of quantum computers (allowing the easy
solution of discrete logarithm and factorization puzzles) will expose previously obtained bits.

A particular advantage of the proposed method is that it tolerates faults and poor performance of optical components below their minimum quality parameters. In the embodiment this is achieved through the use of the forward error correction (FEC) in an off-line manner. The present method is unusual in the fibre optic field in that it does not require a transmission system with a low BER, which is one of the key goals of conventional fibre optic communications. By removing this very tough restriction, the proposed method opens up an area of applications for an extremely broad range of well-developed fibre optic technologies using new regimes, which are not restricted by a requirement for low BER. Indeed it is possible to use optical fibre transmission links/lines/systems in regimes with a relatively high BER, where the background BER value is not a limiting factor. This may bring into consideration a large number of technologies with many attractive characteristics (cheap, simple, etc.) that may have been rejected (or that are losing in competition to other technologies) by the optical communication industry because of low BER-performance requirements.

Further benefits of the embodiment arise from the use of fibre optic technology. In the illustrative operating environment there is no theoretical limit on the distance between the beacon and its clients (the user computing systems). Moreover it is completely insensitive to the number of clients on the loop network.

Fig. 4 illustrates an authentication method for use with the invention. Authentication is based on a Merkle-type protocol which determines common bits held by a user and published by the beacon. Thus in addition to the keychain bit extraction explained above, each Alice and Bob are also arranged to sample the data stream e.g. randomly or pseudo-randomly throughout the keychain extraction period to obtain a plurality of authentication bits. The extraction rate of authentication bits is greater than the keychain extraction rate, e.g. of the order of the square root of the extraction rate, e.g. 1 extracted bit for every $10^8$ to $10^9$ transmitted bits in the embodiment discussed above. At least one of the beacon and user must obtain single bit samples. The other may
obtain either single bit samples or bit strings comprising a plurality of bits for comparison. The proposed method may avoid the need for per-client state to be kept at the beacon, or for individual communication between each user and the beacon server along a side channel. During keychain extraction, each user may also store sample bit strings extracted from the RHRB stream. This process may take place independently of the keychain bit extraction. The sampling may occur in an unpredictable e.g. random fashion. The sample bit strings may be taken at a rate of order 1 in $10^8$ to $10^9$. The beacon server may take samples at a similar rate and certify them by any suitable method, e.g. public key signature or hash pre-image.

The authentication method starts at step 400 with the publication of one or more certified bit strings by the beacon. As discussed above, publication may be via private links to each user or may be open (e.g. an additional lower-bandwidth authenticated broadcast by the beacon server). In step 402 the Merkle-type protocol is used efficiently to obtain the collisions between the sampled bit strings and the certified bit strings. Alice or Bob can now guard against a false beacon by verifying at step 404 (say, based on more than 80% match) sufficiently many of those bits which by chance occur in both their samples and the certified extracts over the course of the collection period. The number of such bits increases linearly with the size of the sample being collected. Ensuring a match of 100 bits over the key collection period would require certification of about 3GB per day (assuming a transmission rate of 10 Tbps, a keychain length of 1000 bits and single bit sampling by the beacon).

There would be no technical difficulty for the server to send that amount of data down the optical medium given the terabit rate of the system. The sample should be broadcast along with a sufficiently long cryptographic hash, which also needs to be signed for authentication. However there is no real-time restriction on the broadcast of the signed hash, which may take place offline. The clients need to know that the beacon was authentic only before they commit to using the newly collected shared key, which as indicated above takes a few weeks to a few months. This time scale also makes it feasible and desirable to employ authentication based on physical
security (e.g. the delivery of physically authenticated records on tamper-evident media to the clients' sites).
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CLAIMS

1. A method of establishing a shared secret between a first user (Alice) and a second user (Bob) arranged to receive a random data stream, the method including:

   a) each user obtaining an extraction schedule using a weak secret k, wherein k is provided to each of the users via a private and endpoint-authenticated channel;

   b) each user extracting one or more keychain bits \((s_1, s_2, \ldots, s_n \text{ and } s_1', s_2', \ldots, s_n')\) from the random data stream in accordance with the extraction schedule to generate a keychain \((K, K')\) having a key portion \((K_A, K_B)\), an error correction encoding portion \((K_{A(check)}, K_{B(check)})\), and an error check encoding portion \((K_{A(check)}, K_{B(check)})\) the extracting being at an extraction rate chosen to memory bound an enemy;

   c) the first user applying a checksum function \((F)\) to its keychain \((K)\), to generate a result, coding the result by performing an XOR operation to the result using the error correction encoding portion \((K_{A(check)})\) and communicating the coded result \((P)\) to the second user;

   d) the second user decoding the encoded result received \((P')\) from the first user using its error correction encoding portion \((K_{B(check)})\) to generate a second result \((F_1)\);

   e) the second user obtaining a recovered keychain \((K')\) by using the second result \((F_1)\) to correct differences between the key chains \((K, K')\), and thus the key portions \((K_A, K_B)\) and the error check encoding portions \((K_{A(check)}, K_{B(check)})\), extracted by the first and second users caused by a bit error rate of the random data stream, wherein the first user's key portion \((K_A)\) and the second user's recovered key portion \((K_A')\) are usable as the shared secret.

2. A method according to claim 1, wherein the checksum function is a forward error correction function.

3. A method according to any preceding claim including:

   a) the first user applying a check function \((h)\) to its key portion \((K_A)\) to generate a first check output \((h(K_A))\) and communicating the first check output \((h(K_A))\) to the second user;

   and the second user

   c) applying the check function \((h)\) to the recovered key portion \((K_A')\) to generate a second check output \((h(K_A'))\), and

   d) comparing the first and second check outputs \((h(K_A), h(K_A'))\);
wherein when the first and second check outputs \((h(K_a), h(K'_a))\) match within predetermined tolerances, the recovery process for the key portion \((K'_a)\) is verified as successful.

4. A method as claimed in claim 3 including:
   a) the first user coding the first check output \((h(K_a))\) using the key check portion \((K_{A(check)})\) to generate a third result \((Q)\) before this third result is communicated to the second user
   b) the second user decoding the third result received \((Q')\) using the recovered key check portion \((K'_{A(check)})\) to obtain the value of the first check output \((h(K_a))\).

5. A method according to claim 3 or claim 4, wherein the check function \((h)\) is a cryptographic hash function.

6. A method according to any preceding claim wherein the coding and decoding comprises bit-wise exclusive-or.

7. A method according to any preceding claim, wherein the random data stream is transmitted via optical media.

8. A method according to any preceding claim including each user extracting one or more sample bits from the random data stream at a sampling rate greater than the extraction rate for subsequent comparison to certified extracts of the data stream to authenticate the data stream.

9. A method according to claim 8, including publishing each certified extract of the data stream a predetermined time after actual transmission of the bits in that extract.

10. A method according to claim 9, wherein publishing each certified extract includes sending it to each user on tamper evident physical storage media.

11. A method according to claim 9, wherein publishing each certified extract includes sending to each user cryptographic or other material enabling the user to verify the origin and integrity of the published extract.
12. A method according to any of claims 9 to 11, wherein the certified extracts are sampled from the transmitted data stream at a rate calculated to ensure a predetermined amount of overlap with the sample bits extracted by each user.

13. A method according to any preceding claim, wherein: the random data stream transmission rate is 1 terabit per second or more, and/or the extraction rate is 1 bit per $10^{10}$ or more transmitted bits.
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